## Часовник

Напишете функция, която отпечатва **часовете в денонощието от 0:0 до 23:59**, всеки на отделен ред. Часовете трябва да се изписват във формат **"{час}:{минути}"**.

### Примерен вход и изход

|  |  |
| --- | --- |
| **Вход** | **Изход** |
| *(няма вход)* | 0:0  0:1  0:2  0:3  0:4  0:5  0:6  0:7  0:8  0:9  0:10  ...  23:50  23:51  23:52  23:53  23:54  23:55  23:56  23:57  23:58  23:59 |

## Таблица за умножение

Отпечатайте на конзолата таблицата за умножение за числата от 1 до 10 във формат:   
**"{първи множител} \* {втори множител} = {резултат}"**.

### Примерен вход и изход

|  |  |
| --- | --- |
| **Вход** | **Изход** |
| *(няма вход)* | 1 \* 1 = 1  1 \* 2 = 2  1 \* 3 = 3  1 \* 4 = 4  1 \* 5 = 5  1 \* 6 = 6  1 \* 7 = 7  1 \* 8 = 8  1 \* 9 = 9  1 \* 10 = 10  ...  10 \* 1 = 10  10 \* 2 = 20  10 \* 3 = 30  10 \* 4 = 40  10 \* 5 = 50  10 \* 6 = 60  10 \* 7 = 70  10 \* 8 = 80  10 \* 9 = 90  10 \* 10 = 100 |

## Комбинации

Напишете функция, която изчислява **колко решения в естествените числа** (включително и нулата) има уравнението:

**x1 + x2 + x3 = n**

**Числото n е цяло число и се въвежда от конзолата.**

### Примерен вход и изход

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | **Вход** | **Изход** | **Вход** | **Изход** |
| (["25"]) | 351 | Генерираме всички комбинации от 3 числа, като първата е:  0+0+0=0, но понеже не е равна на 25, продължаваме:  0+0+1=1 – също не е 25 и т.н  Стигаме до първата валидна комбинация:  0 + 0 + 25 = 25, увеличаваме броя на валидни комбинации с 1,втората валидна комбинация е:  0 + 1 + 24 = 25  Третата:  0 + 2 + 23 = 25 и т.н  След генериране на всички възможни комбинации, броят на валидните е 351. | (["20"]) | 231 | (["5"]) | 21 |

## Сума от две числа

Напишете функция, която проверява **всички възможни комбинации от двойка числа** **в интервала от две дадени числа**. На изхода се отпечатва, **коя поред е първата комбинацията,** чийто **сбор от числата** **е равен** на дадено **магическо число**. Ако няма **нито една комбинация** отговаряща на условието се отпечатва **съобщение, че не е намерено**.

### Вход

Функцията получава масив от 3 елемента:

* **Първи** – **начало на интервала** – **цяло число** в интервала **[1...999]**
* **Втори** – **край на интервала** – **цяло число** в интервала **[по-голямо от първото число...1000]**
* **Трети – магическото число – цяло число** в интервала **[1...10000]**

### Изход

На конзолата трябва да се отпечата **един ред,** според резултата:

* При **първата намерена** **комбинация,** чиито **сбор на числата е равен на магическото число:**
  + "Combination N:{пореден номер} ({първото число} + {второ число} = {магическото число})"
* Ако **не е намерена** комбинация отговаряща на условието:
  + "{броят на всички комбинации} combinations - neither equals {магическото число}"

### Примерен вход и изход

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | **Вход** | **Изход** |
| (["1",  "10",  "5"]) | Combination N:4 (1 + 4 = 5) | Всички комбинации от две числа между 1 и 10 са:  1 1, 1 2, 1 3, **1 4**, 1 5, ... 2 1, 2 2, ... 4 9, 4 10, 5 1 ... 10 9, 10 10  Първата комбинация, чиито сбор на числата е равен на магическото число 5 е **четвъртата (1 и 4)** | (["88",  "888",  "1000"]) | Combination N:20025 (112 + 888 = 1000) |
| **Вход** | **Изход** | **Обяснения** | **Вход** | **Изход** |
| (["23",  "24",  "20"]) | 4 combinations - neither equals 20 | Всички комбинации от две числа между 23 и 24 са: 23 23, 23 24, 24 23, 24 24 (общо 4)  Няма двойки числа, чиито сбор е равен на магическото 20 | (["88",  "888",  "2000"]) | 641601 combinations - neither equals 2000 |

## Пътуване

Ани обича да пътува и иска тази година да посети **няколко** различни дестинации. Като си избере дестинация, ще прецени **колко пари ще й трябват**, за да отиде до там и ще започне да **спестява**. Когато е спестила **достатъчно**, ще може да пътува.

Функцията получава масив, като всеки **път ще се четат първо дестинацията и минималния бюджет**, който ще е нужен за пътуването.

След това ще се четат **няколко суми**, които Ани спестява като работи и **когато успее да събере достатъчно за пътуването, ще заминава, като на конзолата трябва да се изпише:**

**"Going to {дестинацията}!"**

Когато е посетила всички дестинации, които иска, **вместо дестинация ще въведе "End"** и програмата ще приключи.

### Примерен вход и изход

|  |  |  |  |
| --- | --- | --- | --- |
| **Вход** | **Изход** | **Вход** | **Изход** |
| (["Greece",  "1000",  "200",  "200",  "300",  "100",  "150",  "240",  "Spain",  "1200",  "300",  "500",  "193",  "423",  "End"]) | Going to Greece!  Going to Spain! | (["France",  "2000",  "300",  "300",  "200",  "400",  "190",  "258",  "360",  "Portugal",  "1450",  "400",  "400",  "200",  "300",  "300",  "Egypt",  "1900",  "1000",  "280",  "300",  "500",  "End"]) | Going to France!  Going to Portugal!  Going to Egypt! |

## Сграда

Напишете функция, която извежда на конзолата номерата на стаите в една сграда (в низходящ ред), като са изпълнени следните условия:

* На **всеки четен етаж има само офиси**
* На **всеки нечетен етаж има само апартаменти**
* Всеки **апартамент** се означава по следния начин : **А**{**номер на етажа**}{**номер на апартамента**}, **номерата на апартаментите започват от 0.**
* Всеки **офис** се означава по следния начин : **О**{**номер на етажа**}{**номер на офиса**}, **номерата на** **офисите** **също започват от 0.**
* **На последният етаж винаги има апартаменти** и те са по-големи от останалите, за това **пред номера им пише 'L', вместо 'А'. Ако има само един етаж, то има само големи апартаменти!**

Функцията получава масив от две **цели числа - броят на етажите и броят на стаите за един етаж.**

### Примерен вход и изход

|  |  |  |  |
| --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | |
| (["**6**", "**4**"]) | L60 L61 L62 L63  A50 A51 A52 A53  O40 O41 O42 O43  A30 A31 A32 A33  O20 O21 O22 O23  A10 A11 A12 A13 | Имаме общо **6** етажа, с по **4** стаи на етаж. Нечетните етажи имат само апартаменти, а четните само офиси. | |
| **Вход** | **Изход** | **Вход** | **Изход** |
| (["9", "5"]) | L90 L91 L92 L93 L94  O80 O81 O82 O83 O84  A70 A71 A72 A73 A74  O60 O61 O62 O63 O64  A50 A51 A52 A53 A54  O40 O41 O42 O43 O44  A30 A31 A32 A33 A34  O20 O21 O22 O23 O24  A10 A11 A12 A13 A14 | (["4", "4"]) | L40 L41 L42 L43  A30 A31 A32 A33  O20 O21 O22 O23  A10 A11 A12 A13 |

## Пирамида от числа

Напишете функция, която получава цяло число n и отпечатва **пирамида от числа,** като в примерите:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **вход** | **изход** |  | **вход** | **изход** |  | **вход** | **изход** |
| (["7"]) | 1  2 3  4 5 6  7 | (["12"]) | 1  2 3  4 5 6  7 8 9 10  11 12 | (["15"]) | 1  2 3  4 5 6  7 8 9 10  11 12 13 14 15 |

## Еднакви суми на четни и нечетни позиции

Напишете функция, която получава **две шестцифрени цели числа** в диапазона от 100000 до 300000. Винаги **първото** въведено число ще бъде **по малко от второто**. На конзолата да се отпечатат на **1 ред** **разделени с интервал** всички числа, които се намират **между двете**, прочетени от конзолата числа и отговарят на следното **условие**:

* **сумата** от цифрите на **четни** и **нечетни** позиции да са **равни**. Ако няма числа, отговарящи на условието на конзолата не се извежда резултат.

### Примерен вход и изход

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | | | |
| (["100000",  "100050"]) | 100001 100012 100023 100034 100045 | Първото число, което генерираме е числото 100000. Сумата от цифрите на четни позиции (жълто) е 0+0+0=0. Сумата от цифрите на нечетни позиции (зелено) е 0+0+1=1. Тъй като двете суми са различни числото не се отпечатва.  Следващото, число е 100001. Сумата на четни позиции е 1+0+0=1, а на нечетни 0+0+1=1. Двете суми са равни и числото се отпечатва.  Следващото число за проверка е 100002. То не отговаря на условието и не се отпечатва.  ……  При числото 100045 сумата от четните позиции е 5+0+0=5, а на нечетни 4+0+1=5. Двете суми са равни числото се отпечатва. И т.н. | | | |
| **Вход** | **Изход** | **Вход** | **Изход** | **Вход** | **Изход** |
| ("123456",  "124000"]) | 123464 123475 123486 123497 123530 123541 123552 123563 123574 123585 123596 123640 123651 123662 123673 123684 123695 123750 123761 123772 123783 123794 123860 123871 123882 123893 123970 123981 123992 | (["299900",  "300000"]) | 299970 299981 299992 | (["100115",  "100120"]) | *Няма изход* |

## Суми прости и непрости числа

Напишете функция, която получава **масив с цели числа** в диапазона от **-2,147,483,648** до **2,147,483,647**, докато не се получи команда "**stop"**. Да се намери **сумата** на всички въведени **прости** и сумата на всички въведени **непрости** числа. Тъй като по дефиниция от математиката отрицателните числа не могат да бъдат прости, ако на входа се подаде **отрицателно** число да се изведе следното съобщение "**Number is negative.**". В този случай въведено число се игнорира и не се прибавя към нито една от двете суми, а програмата продължава своето изпълнение, очаквайки въвеждане на следващо число.

На **изхода** да се отпечатат на два реда **двете намерени суми** в следния формат:

"Sum of all prime numbers is: {prime numbers sum}"

"Sum of all non prime numbers is: {nonprime numbers sum}"

### Примерен вход и изход

|  |  |  |  |
| --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | |
| (["3",  "9",  "0",  "7",  "19",  "4",  "stop"]) | Sum of all prime numbers is: 29  Sum of all non prime numbers is: 13 | Първото въведено число е 3. То е просто и го прибавяме съм сумата на простите числа.  Следващото число е 9. То не е просто и го прибавяме към сумата на непростите числа.  Числото 0 не е просто число и го прибавяме към сумата на непростите числа. Сумата става 9+0=9.  Следващите две числа са 7 и 19. Те са прости и всяко едно от тях го прибавяме към сумата на простите числа. 3+7=10 и 10+19=29.  Следва числото 4, което не е просто и го прибавяме към съответната сума 9+4=13.  Получаваме команда stop. Програмата прекъсва своето изпълнение и отпечатваме двете суми. | |
| **Вход** | **Изход** | **Вход** | **Изход** |
| (["30",  "83",  "33",  "-1",  "20",  "stop"]) | Number is negative.  Sum of all prime numbers is: 83  Sum of all non prime numbers is: 83 | (["0",  "-9",  "0",  "stop"]) | Number is negative.  Sum of all prime numbers is: 0  Sum of all non prime numbers is: 0 |

## Train the Trainers

Курсът **"**Train the trainers**"** е към края си и финалното оценяване наближава. Вашата задача е да помогнете на журито, което ще оценява презентациите, като напишете функция, която да изчислява **средната оценка** от представянето на **всяка една презентация** от даден студент, а накрая **средният успех от всички тях**.

От първия елемент на масива се прочита броят на хората в журито **n** - **цяло число в интервала [1…20]**

След това името на презентацията - **текст**

За всяка една презентация като нов елемент се чете **n - на брой оценки - реално число в интервала [2.00…6.00]**

**След изчисляване на средната оценка за конкретна презентация,** на конзолата се печата

**"{името на презентацията} - {средна оценка}."**

След получаване на команда **"Finish"** на конзолата се печата **"Student's final assessment is {среден успех от всички презентации}."** и програмата приключва.

Всички оценки трябва да бъдат форматирани до **втория знак** след десетичната запетая.

### Примерен вход и изход

|  |  |  |  |
| --- | --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** | |
| (["2",  "While-Loop",  "6.00",  "5.50",  "For-Loop",  "5.84",  "5.66",  "Finish"]) | While-Loop - 5.75.  For-Loop - 5.75.  Student's final assessment is 5.75. | 2 – броят на хората в журито следователно ще получаваме по 2 оценки на презентация.  (6.00 + 5.50) / 2 = 5.75  (5.84 + 5.66) / 2 = 5.75  (6.00 + 5.50 + 5.84 + 5.66) / 4 = 5.75 | |
| **Вход** | **Изход** | **Вход** | **Изход** |
| (["3",  "Arrays",  "4.53",  "5.23",  "5.00",  "Lists",  "5.83",  "6.00",  "5.42",  "Finish"]) | Arrays - 4.92.  Lists - 5.75.  Student's final assessment is 5.34. | (["2",  "Objects and Classes",  "5.77",  "4.23",  "Dictionaries",  "4.62",  "5.02",  "RegEx",  "2.88",  "3.42",  "Finish"]) | Objects and Classes - 5.00.  Dictionaries" - 4.82.  RegEx - 3.15.  Student's final assessment is 4.32. |

## Специални числа

Да се напише програма, която **чете едно цяло число** N, въведено от потребителя, и генерира всички възможни **"специални"** **числа** от **1111** до **9999**. За да бъде **"специално"** едно число, то трябва да отговаря на **следното условие**:

* **N да се дели на всяка една от неговите цифри без остатък.**

**Пример:** при **N = 16**, **2418** е специално число:

* **16 / 2** = 8 **без остатък**
* **16 / 4** = 4 **без остатък**
* **16 / 1** = 16 **без остатък**
* **16 / 8** = 2 **без остатък**

### Вход

Входът се чете от конзолата и се състои от **едно** **цяло число** в интервала [**1**…**600000**]

### Изход

На конзолата трябва да се отпечатат **всички "специални" числа**, разделени с **интервал**

### Примерен вход и изход

|  |  |  |
| --- | --- | --- |
| **вход** | **изход** | **коментари** |
| (["3"]) | 1111 1113 1131 1133 1311 1313 1331 1333 3111 3113 3131 3133 3311 3313 3331 3333 | 3 / 1 = 3 без остатък  3 / 3 = 1 без остатък  3 / 3 = 1 без остатък  3 / 3 = 1 без остатък |
| (["11"]) | 1111 | |
| (["16"]) | 1111 1112 1114 1118 1121 1122 1124 1128 1141 1142 1144 1148 1181 1182 1184 1188 1211 1212 1214 1218 1221 1222 1224 1228 1241 1242 1244 1248 1281 1282 1284 1288 1411 1412 1414 1418 1421 1422 1424 1428 1441 1442 1444 1448 1481 1482 1484 1488 1811 1812 1814 1818 1821 1822 1824 1828 1841 1842 1844 1848 1881 1882 1884 1888 2111 2112 2114 2118 2121 2122 2124 2128 2141 2142 2144 2148 2181 2182 2184 2188 2211 2212 2214 2218 2221 2222 2224 2228 2241 2242 2244 2248 2281 2282 2284 2288 2411 2412 2414 2418 2421 2422 2424 2428 2441 2442 2444 2448 2481 2482 2484 2488 2811 2812 2814 2818 2821 2822 2824 2828 2841 2842 2844 2848 2881 2882 2884 2888 4111 4112 4114 4118 4121 4122 4124 4128 4141 4142 4144 4148 4181 4182 4184 4188 4211 4212 4214 4218 4221 4222 4224 4228 4241 4242 4244 4248 4281 4282 4284 4288 4411 4412 4414 4418 4421 4422 4424 4428 4441 4442 4444 4448 4481 4482 4484 4488 4811 4812 4814 4818 4821 4822 4824 4828 4841 4842 4844 4848 4881 4882 4884 4888 8111 8112 8114 8118 8121 8122 8124 8128 8141 8142 8144 8148 8181 8182 8184 8188 8211 8212 8214 8218 8221 8222 8224 8228 8241 8242 8244 8248 8281 8282 8284 8288 8411 8412 8414 8418 8421 8422 8424 8428 8441 8442 8444 8448 8481 8482 8484 8488 8811 8812 8814 8818 8821 8822 8824 8828 8841 8842 8844 8848 8881 8882 8884 8888 | |

## Билети за кино

Вашата задача е да **напишете програма**, която да изчислява **процента на билетите за всеки тип от продадените билети**: студентски(**student**), стандартен(**standard**) и детски(**kid**), за всички прожекции. Трябва да изчислите и **колко процента от залата е запълнен**а за **всяка една прожекция.**

### Вход

Входът е поредица от **цели числа** и **текст**:

* На първия ред до получаване на командата "**Finish**" - име на филма – **текст**
* На втори ред – свободните места в салона за всяка прожекция – **цяло число [1 … 100]**
* За всеки филм, се чете по един ред до изчерпване на свободните места в залата или до получаване на командата "**End**":
  + Типа на закупения билет - текст ("**student", "standard", "kid"**)

### Изход

На конзолата трябва да се печатат **следните редове**:

* След всеки филм да се отпечата, колко процента от кино залата е пълна

**"{името на филма} - {процент запълненост на залата}% full."**

* При получаване на командата "Finish" да се отпечатат четири реда:
  + **"Total tickets: {общият брой закупени билети за всички филми}"**
  + **"{процент на студентските билети}% student tickets."**
  + **"{процент на стандартните билети}% standard tickets."**
  + **"{процент на детските билети}% kids tickets."**

### Примерен вход и изход

|  |  |  |
| --- | --- | --- |
| **Вход** | **Изход** | **Обяснения** |
| (["Taxi",  "10",  "standard",  "kid",  "student",  "student",  "standard",  "standard",  "End",  "Scary Movie",  "6",  "student",  "student",  "student",  "student",  "student",  "student",  "Finish"]) | Taxi - 60.00% full.  Scary Movie - 100.00% full.  Total tickets: 12  66.67% student tickets.  25.00% standard tickets.  8.33% kids tickets. | Първи филм – Taxi, местата в залата са 10  Купуват се 3 стандарти, 2 студентски, 1 детски билет и получаваме командата End.  Общо 6 билета от 10 места -> 60% от залата е заета.  Втори филм – Scary Movie, места в залата са 6  Купуват се 6 студентски билета и местата в залата свършват.  Общо 6 билета от 6 места -> 100% от залата е заета.  Получаваме командата Finish  Общо закупените билети за всички филми са 12.  За всички филми са закупени общо:  8 студентски билета. 8 билета от общо 12 е 66.67%  3 стандартни билета. 3 билета от общо 12 е 25%  1 детски билет. 1 билет от общо 12 е 8.33% |
| **Вход** | **Изход** | **Обяснения** |
| (["The Matrix",  "20",  "student",  "standard",  "kid",  "kid",  "student",  "student",  "standard",  "student",  "End",  "The Green Mile",  "17",  "student",  "standard",  "standard",  "student",  "standard",  "student",  "End",  "Amadeus",  "3",  "standard",  "standard",  "standard",  "Finish"]) | The Matrix - 40.00% full.  The Green Mile - 35.29% full.  Amadeus - 100.00% full.  Total tickets: 17  41.18% student tickets.  47.06% standard tickets.  11.76% kids tickets. | Първи филм – The Matrix, местата в залата са 20  Купуват се 2 стандартни, 4 студентски, 2 детски билета и получаваме командата End.  Общо 8 билета от 20 места -> 41.18% от залата е заета  Втори филм - The Green Mile, местата в залата са 17  Купуват се 3 стандартни, 3 студентски билета и получаваме командата End.  Общо 6 билета от 17 места -> 47.06% от залата е заета  Трети филм – Amadeus, местата в залата са 3  Купуват се 3 стандартни билета и местата в залата свършват.  Общо 3 билета от 3 места -> 100% от залата е заета.  Получаваме командата Finish  Общо закупените билети за всички филми са 17.  За всички филми са закупени общо:  7 студентски билета. 7 билета от общо 17 е 41.18%  8 стандартни билета. 8 билета от общо 17 е 47.06%  2 детски билета. 2 билета от общо 17 е 11.76% |